
 

Industrial Engineering Journal 

ISSN: 0970-2555   

Volume : 53, Issue 2, No. 4, February : 2024 
 

UGC CARE Group-1,                                                                                                                 177 

A THOROUGH LOOK AT SMART TEACHING PROGRAMS FOR LEARNING 

PROGRAMMING 

 

Mr. Achinta Kumar Palit, Assistant Professor, Dept.Of Computer Science Engineering, 

Gandhi Institute of Technology and Management, Bhubaneswar. 

Mr. Sunanda Kumar Sahoo, Miss Lipsa Pattnaik, Miss Somya Sucharita Swain,  Miss Nilam 

Simran, Mr. Prasanjit Das, Assistant Professor, Dept.Of Computer Science Engineering, 

Gandhi Institute of Technology and Management, Bhubaneswar 

 

Abstract 

A wide range of intelligent tutoring solutions have been developed with computer programming 

instruction in mind. The majority of published research focuses on systems designed for use in 

postsecondary education to teach programming. While some systems instruct more specialized topics 

like scope or recursion, most systems have been designed to teach basic programming ideas. 

According to published research, these systems tackle a lot of the challenges that come with teaching 

beginners to program; that being said; each system is very different and has a lot of extra features 

that have been included. Interactive programming exercises are a common component of most 

intelligent programming tutors; nevertheless, different systems use plans, tests, and worked solutions 

in very different ways. Important details regarding current systems and the frequency of various 

aspects within them are reported in this systematic review. An outline of the integration of 

supplemental features into these systems is provided, along with suggestions for how a greater 

variety of extra features could be supported to enhance intelligent programming teachers. 
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I. Introduction 

Intelligent tutoring systems are made of digital technologies that aim to mimic the efficiency of one-

on-one human tutoring. Experiments with human tutors have clearly demonstrated the superiority of 

one-on-one tutoring over larger group instruction [3]. The challenge in the field of intelligent 

tutoring is to duplicate these advantages in computer-assisted learning systems, which involves 

incorporating user-adaptive features to customize education. Research in the intelligent tutoring 

domain has demonstrated benefits with effect sizes comparable to those of human tutoring [11]. 

Many intelligent tutoring systems have been developed for teaching programming. They shall be 

referred to as Intelligent Programming Tutors (IPTs) for the duration of this review. Because 

learning programming presents unique challenges not encountered in other domains, intelligent 

tutoring systems can be distinguished by their subfield, known as IPTs. These technical difficulties to 

programming education are specific to IPTs, which are typically designed to do complicated tasks 

like providing clues on the syntax and semantics of student-produced programs. The majority of 

IPTs require environments in which to develop and run code. Many intelligent tutoring systems have 

been developed for teaching programming. They shall be referred to as Intelligent Programming 

Tutors (IPTs) for the duration of this review. Because learning programming presents unique 

challenges not encountered in other domains, intelligent tutoring systems can be distinguished by 

their subfield, known as IPTs. These technical difficulties to programming education are specific to 

IPTs, which are typically designed to do complicated tasks like providing clues on the syntax and 

semantics of student-produced programs. The majority of IPTs require environments in which to 

develop and run code. 

 

II. Methodology 

The Guidelines for Performing Systematic Literature Reviews in Software Engineering [10] served 

as the foundation for the systematic review's methodology. These guidelines served as the foundation 
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for the research questions, search tactics, inclusion and exclusion criteria, and data extraction 

procedures that are described below. 

Search String 

There are several terms used in the field that has to do with intelligent tutors and programming 

education. We employed a boolean search string with frequently used synonyms for intelligent 

tutoring and programming education: ("computer science education" OR "software engineering 

education" OR "introductory computer" OR "introductory programming" OR "teach* programming" 

OR "learn* programming" OR "novice programming" OR "coding education" OR "cs1" OR 

"introductory computer science") AND ("intelligent tutor*" OR "adaptive tutor*" OR "cognitive 

tutor*" OR "smart tutor")  

False negatives were checked for by repeating searches with new terms that could be considered 

synonymous that were found in the literature. In all cases the more obscure synonyms did not result 

in any new search results being returned that met the inclusion criteria. The search string was also 

tested with a known sample of articles that matched the inclusion criteria to check that they were 

included in the search. 

2.1 Article Database 

The systematic sample was retrieved from the ACM digital library and IEEE. All other papers were 

obtained from backward referencing. ACM was identified as the most relevant database in the field 

and the best place to obtain a systematic sample from. 

2.2 Data Extraction 

The full text of articles was read after it was determined that they satisfied the requirements for 

inclusion. The name of the IPT, adaptive features, and basic information about the programming 

language that was taught were extracted. Additionally, boolean variables pertaining to the additional 

features found in the tools were extracted. To establish some common findings across the field, 

boolean variables relating to reasonably broad categories were chosen. The outcomes are shown in 

Table.2. 

Explanations of the variables are displayed below: 

• Name of IPT. 

• Programming language taught - what programming lan- guage is taught by the tutor. 

• Primary adaptive features - is feedback and/or navigational support adapted. 

• Questions - does the IPT include the use of questions related to programming that do not            

involve typing code. 

• Plan creation - does the IPT include tasks related to user generated program planning or 

visualization. 

• Supplied plans or visualizations - do the IPT use pre-made plans or visualizations of 

programs as instructional resources. 

• Lessons - does the literature report that there is lesson con- tent beyond what is included in 

programming task descriptions. 

• Reference material - does the literature report organized reference material that can be 

referred to by students. 

• Worked solutions - does the literature report worked so- lutions or examples of programs 

used as an instructional feature within the IPT. 

 

III. Results 

78 articles that matched the search string were found when searching ACM. 46 of these articles 

satisfied the general requirements of being literature about ITSs related to computer science 

education or programming, based on the abstracts of these articles. A more thorough analysis of the 

entire text of these articles was conducted to determine the number of individual ITSs reported in the 

literature and the proportion of these that tutored a particular aspect of scripted programming. Many 
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of the articles that were retrieved were false positives and had nothing to do with teaching 

programming. Numerous articles were disqualified for failing to report specific systems, reporting an 

unproven prototype for a single tutoring function such as feedback generation, or failing to address 

scripted programming. A few specific IPTs were mentioned in several different works of literature. 

In these instances, reading every relevant article was done before extracting the variables. 14 distinct 

IPTs were found after forward referencing important literature found in the articles that were 

methodically retrieved. 

With the search string, IEEE returned only 20 results, none of which met the inclusion criteria. The 

majority of the results were articles that mentioned some aspect of intelligent tutoring or more 

general intelligent tutoring in other areas. The first 50 results of a second search that was conducted 

without quotation marks or Boolean expressions and included the term "intelligent tutoring system 

programming education" were examined; this too did not meet the inclusion criteria. 

3.1 Programming Languages 

All of the IPTs that were obtained from ACM and backward referencing that met the inclusion and 

exclusion standards for university-created tools meant for particular courses. It was reported that 

only non-scripted programming languages like Alice were utilized in the creation of the only tools 

intended for pre-tertiary students [5]. Within the 14 IPTs, a variety of languages were taught. 

According to every study, the IPT was designed to teach a language that was already decided to be 

necessary for the course. The IPTs represent a wide range of languages; four of the IPTs teach Java, 

which is the most common language. Table 1 displays the languages and main adaptive 

characteristics. 

3.2 Primary Part Of Tutoring That Is Adapted 

The portion of the tutoring process that is modified differs amongst various IPTs. The two most 

comprehensive categories that were amenable to comparison were adaptive navigational support and 

adaptive feedback. They're shown in Table 1. Feedback for student-produced programs includes 

debugging assistance and suggestions for the next step. Syntax, style, and semantics can all be 

addressed in feedback. Navigational support encompasses methods of visualizing progress and the 

next steps in learning as well as task or resource assignment. It is significant to note that, because 

some studies use definitions that narrowly relate the specific types of adaptive components, some of 

the adaptive features reported in the literature would not meet some more specific working 

definitions of being intelligent features. These are being reported in order to provide a summary of 

the IPT sections that are being made adaptive. 

Intelligent or adaptive feedback regarding programs. Adaptive or intelligent feedback on student-

produced programs is a prevalent characteristic of many IPTs. The general goal of more intelligent or 

adaptive feedback is to mimic the kind of guidance that a human tutor would provide to 

inexperienced programmers. Numerous techniques were employed to customize the feedback 

provided in the IPTs sampled, and a wide range of feedback formats were offered. The difference 

between IPTs that provide step-by-step instructions and IPTs that solely provide summative feedback 

on submitted code is among the most obvious. It must offer program feedback in a way that goes 

beyond what simple unit testing or IDE/console errors could in order to be categorized as adaptive or 

intelligent feedback. 

Out of the 14 IPTs reviewed, 11 of them had more advanced feed- back detailed in the literature. 

Only two of the IPTs were identified as having no adaptive feedback. A to L was reported to allow 

students to complete programming tasks but there were no advanced methods of feedback mentioned 

[29]; the literature was focused on advanced navigational support. It is assumed that in this tutor the 

primary method of feedback is based on the pass/fail unit testing of programs. One IPT in particular 

reported assigning programming tasks but did not report the inclusion of a programming 

environment in the IPT; within this IPT students were given intelligent navigational support through 

a range of learning materials and assigned programming tasks that they could complete outside of the 

tutoring system [25]. 
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The majority of techniques for more sophisticated adaptive feedback were published with reference 

to programming tasks rather than the extra features that are the primary subject of this review. Since 

adaptive feedback techniques have already been covered in a previous literature review [14], more 

specific information is not provided here. 

Navigation that adapts. In certain IPTs, adaptive navigation is a crucial component. It was found that 

six of the fourteen IPTs that were examined had adaptive navigation of some kind. More information 

regarding adaptive navigation is provided in Section 3.3.4. In the majority of these situations, the 

adaptive navigation is connected to educational and reference resources. 

3.3 Supplementary Features Of The Ipt 

Table 2 lists specific elements of the tutoring procedure within each IPT. Le et al.'s review of AI-

supported tutoring methods for learning programming [15] offered a classification of the main 

methods across a variety of IPTs Intelligent Tutoring Systems for Programming Education ACE 

2018, January 30-February 2, 2018, Brisbane, QLD, Australia 

Table 1: IPT Languages Taught                                               Table 2: IPT Features 

Tool Name Language Adaptive 

Feature 

 IPT Name QU CP PL LE RE SO 

PROUST [9] Pascal Feedback  PROUST [9] - - - - - - 

LISP Tutor [2] Lisp Feedback  LISP Tutor 

[2] 

- - x x - - 

ITEM/IP [4] Turingal Feedback, 

Navigation 

 ITEM/IP [4] x - x x - x 

C-Tutor [26] C++ Feedback  C-Tutor 

[26] 

- - - x - - 

ELM-ART [27] Lisp Feedback, 

Navigation 

 ELM-ART 

[27] 

x - - x x x 

Scope Tutor [12] Pascal Feedback  Scope Tutor 

[12] 

- - x - - - 

ILMDA [25] Java Navigation  ILMDA [25] - - - x x x 

AtoL [29] Java Navigation  AtoL [29] x - - x - x 

CIMEL ITS [17] Java Feedback, 

Navigation 

 CIMEL ITS 

[17] 

x x x x x x 

CPP-Tutor [18] C++ Feedback, 

Navigation 

 CPP-Tutor 

[18] 

- - - - - x 

J-LATTE [7] Java Feedback  J-LATTE [7] - x - - - - 

ChiQat [1] Un-

specified 

Feedback  ChiQat [1] - x x x - x 

Ask-Elle [6] Haskell Feedback  Ask-Elle [6] - - - - - - 

ITAP [24] Python Feedback  ITAP [24] - - - - - - 

This section includes a list of six features that are easily distinguishable in certain systems but not in 

others. These features, which are important components of the tutoring process that the IPT has 

automated, are typically included in a system's structured tutoring strategy. The only problem with 

this is that there's a slim chance that some literature overlooked certain aspects that weren't the 

publication's primary focus. Since the majority of the studies and features are fairly easily recognized 

and play a crucial role in the tutoring strategies described, this is not thought to be likely. 

• QU (3.3.1) — Questions students answer within the IPT; for example, multi-choice, true and 

false quiz or short-answer questions; these are distinct from programming problems which students 

answer by producing code. 

• CP (3.3.2) — Creation of some form of program plan by students within the IPT. 
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• PL (3.3.3)— Pre-made or computer generated plans or visualizations of programs used as 

teaching resources. 

• LE (3.3.4)— Lesson materials on programming concepts. 

• RE (3.3.4)— Reference materials. 

• SO (3.4) — Worked solutions supplied as an instructional resource. 

Questions (QU): Five of the fourteen IPTs that were examined used questions such as multiple-

choice, true-false, and short-answer questions that do not require the production of code. 

In order to respond to highly targeted questions in ITEM/IP [4], students had to mentally run 

programs and input their results. No further kinds of questions were reported by ITEM/IP. While 

conceptual knowledge is frequently the subject of questions, procedural knowledge is related to 

short-answer questions in ITEM/IP because the user must mentally execute the program by tracing 

the behavior of the procedures in the given code examples. 

AtoL [29] includes a course administration component where teachers can create lessons, as well as 

program and question tutors fresh workouts. There are three different kinds of questions: multiple 

choices, short answer, and true/false. AtoL was created especially for laboratory students. Within 

AtoL, students can choose between programming and question modes. At the conclusion of the lab, a 

summary of the students' performance on each of these task types is delivered to the lab facilitator. In 

order to modify the kinds of resources and activities that students are exposed to, AtoL also includes 

a different kind of question concerning their learning preferences. This question type differs from all 

other IPT questions because it is not connected to any conceptual or procedural knowledge; instead, 

it is just used to modify the tutoring tool. This is a noteworthy feature of the IPT since it has been 

noted that some users have particular preferences for the kinds of supplemental features they would 

like to use while using interactive learning tools. 

Simple questions and programming exercises are said to be included in ELM-ART [27]. The 

questions are said to be placed inside of a "electronic textbook" and have the option of being 

automatically marked. There are five distinct categories of exam items in ELM-ART: gap-filling, 

forced-choice, multiple-choice, free-form, and yes-no questions. It is stated that the way in which 

students perform on questions and programming exercises is connected to "navigational hints," 

which encourage or discourage a user from continuing with a certain page of the electronic textbook. 

Testing is said to be the most trustworthy way to determine whether a user has understood a concept 

and has the biggest impact on modifying instructions to point them to the next most beneficial page 

to learn. 

Another IPT with integrated reference material is CIMEL ITS [17]. The tool is said to include 

interactive exercises like drag and drop activities in addition to quiz questions. The reference 

material is laced with interactive material that is intended to test students' comprehension and 

reinforce ideas. To ascertain the likelihood that a student would comprehend related concepts, the 

outcomes of exercises are connected to a student model, which is a Bayesian network based on the 

domain model. The interactive activities are essential for developing the model of student 

understanding because the structure of the reference material closely aligns with the domain model. 

The significance of this lies in the fact that in all three of these IPTs, questions play a crucial role in 

both the software's adaptive nature and the student modeling that enables the IPT to predict users' 

likelihood of completing tasks before assigning them. 

Diagrams created by users were also used by ChiQat [1]. ChiQat focuses on both programming 

specific algorithms and data-structures. The two primary teaching modules that are mentioned in the 

literature are linked lists and recursion. Recursion graph creation is related to user-generated 

visualization in ChiQat. ChiQat's dual focus on data-structures and graph creation are more closely 

related to each other than with scaffolding the use of planning tools during the design of traditional 

sequential programs. Out of the fourteen IPTs, only three actually implement plan creation. This is 

noteworthy since having a plan creation module has many clear advantages. The J-LATTE [7] 

approach, which lets users create programs by alternating between concept and program mode, has 
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the advantage of enabling students to create programs at the concept and block level, where there are 

fewer potential stylistic variations and incorrect syntax is avoided. Plan creation activities in IPTs for 

introductory programming are severely lacking, despite the potential advantages, as CIMEL ITS [29] 

and ChiQat [1] teach more specialized programming concepts of object-oriented programming and 

recursion, respectively. Improving program planning abilities may be one strategy to lessen the 

frequency of semantic errors and enhance the student programs' logical structure. Pre-conceived 

Concepts or Visualizations (PL). Use of pre-made plans or interface program visualizations was 

reported by five of the IPTs. In the planning mode of LISP Tutor [2], users can see a text-based 

program plan. Users can see an outline of the program they are creating in a planning mode, which 

can be activated if it is determined that they are having trouble. Based on what has been published in 

the literature, the planning mode is more of a concise summary of the task than a comprehensive 

pseudo code plan. 

Within ITEM IP [4], users have the ability to submit support requests, examine a preliminary 

program blueprint, and receive guidance on how the program operates through the display of 

program actions. The most important thing to keep in mind is that plans aren't used at the beginning 

of exercises; instead, they are part of student hints. Plans are not discussed in great detail in ITEM 

IP, but it is assumed that they are probably straightforward text-based plans intended to enumerate 

the essential specifications of the task. Additionally, users can view basic code tracing in ITEM IP's 

basic visualization mode. Based on a computer-generated static tree, the Scope tutor [12] shows an 

outline and visualization of the program that needs to be created. According to reports, giving 

students an outline instead of a full program acts as a type of scaffolding to help them focus their 

attention when solving problems and to identify the areas of a typical program that they should pay 

particular attention to when analyzing the scope of a completed program. 

UML diagrams are used in CIMEL ITS [17]; as stated in Section 3.3.3, users also generate UML 

diagrams, which serve as the primary means of plan integration. Because CIMEL ITS emphasizes 

object-first programming, UML plans are essential. The Eclipse IDE and CIMEL multimedia are 

integrated by CIMEL ITS; in CIMEL multimedia, pre-made UML diagrams are used to scaffold the 

creation of them in the Eclipse plug-in. 

In addition to user-generated graphs and visualizations, ChiQat [1] incorporates pre-made 

visualizations of data structures and algorithms into its educational materials. The section on user-

generated plans and visualizations has already addressed this. 

The literature does not go into great detail about LISP Tutor [2]'s basic text-based planning mode, 

but it is said that users can switch to it to view important details about the program they are currently 

working on. 

Similar to the process of creating plans outlined in Section 3.3.2, plans and visualizations are not 

frequently employed in tools for beginning programming. Just three of the programs that use pre-

made plans teach general programming skills. Recursion and scope are taught by ChiQat [1] and 

Scope Tutor [12]. 

Additionally, some IPTs include arranged reference material that is available for browsing and 

request at any time. In certain IPTs, this reference material is arranged like a digital textbook and 

includes interactive questions. Reference material is more comprehensive content that can be viewed 

by the user in a non-linear manner and is not only organized within lesson sequences. Table 2 

provides a summary of the IPTs that contain lessons and reference material. 

 

IV.   Discussion 

IPTs contain a wide range of distinct features. It is clear from methodically examining how 

questions, lessons, planning exercises, reference materials, and worked solutions are used within 

IPTs that a wide range of features make up the tutoring processes within IPTs. Examining the 

features and resources covered in this review is worthwhile because, aside from IPTs, all of them 

have historically played some role in programming education. Plans, reading lists, practice questions, 
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and other extracurricular activities are not exclusive to IPTs. Although many IPTs only incorporate a 

few of these elements, asking learners about important ideas, teaching them how to write code plans, 

having them work through solved problems, and utilizing reference materials are all potentially 

beneficial methods to enhance learning. While it would not be feasible or advantageous to 

incorporate every feature into every IPT, additional features might be able to address a lot of the 

issues that arise in the field of IPTs. Plans, which are comparatively underutilized in IPTs, could aid 

in addressing the inherent challenges of helping participants comprehend program structure and 

related problems. 

Tools such as ELM-ART [27] and CIMEL ITS [17] combine auto-marking with reference content to 

improve the intelligence and interactivity of student models and navigational support. Although 

reference materials may be thought of as conceptually static, in certain IPTs they serve as the 

foundation for student modelling and models of domain knowledge. Since the reference material and 

the student models share the same domain models, adaptive navigational support can be 

implemented with relative ease. It may be more difficult for students to model, navigate adaptively, 

or complete tasks if programming tasks are not contextualized within larger, more thorough 

reference materials. Relatively few IPTs are linked with reference materials, given the abundance of 

pre-existing materials for programming education. 

 

V. Conclusion 

The features of IPTs that are related to aspects of programming education that are not found in 

tutoring systems are presented in this review. The application of these features in a methodical 

sample of IPTs is presented in this review. It is clear that no set of features has been applied 

consistently in the field of intelligent tutoring when it comes to programming education. This paper's 

main contribution is its description of the various ways in which features have been implemented and 

the frequency with which particular features appear in various systems. Certain IPTs incorporate 

extra features into the intelligent part of the system that aren't specifically related to typed 

programming. This has bearing on the IPT field. When creating systems It would be beneficial to 

think about connecting additional resources to the system's intelligent and adaptive component when 

developing the intelligent-gently tutor programming. Further resources beyond programming 

assignments may be added to improve the efficacy of the intelligent component. Creating intelligent 

feedback and hints about syntactic and semantic problems in programming tasks is a laborious task. 

Many distinct features can be used to aid in these processes. The difficulty of providing feedback and 

suggestions regarding the organization of students' programs in tasks where there are several 

approaches to solving an issue is one particular illustration of this. Although thoughtful criticism on 

program design is beneficial, incorporating user-generated program plans into One ought to think 

about an IPT. A user is less likely to introduce structural issues into the code they create if they can 

plan a program algorithmically. Additionally, planning supports sound programming techniques. 

Additionally, planning tasks can be automatically marked and incorporated into the clever part of 

Intelligent Tutoring Systems for Programming Education ACE 2018, Brisbane, QLD, Australia, 

January 30-February 2, 2018. auto-marking plans are typically more effective because they are 

typically created at the statement or block level and have a lower degree of syntactic variance. The 

lack of extensive reference material integrated into the intelligent component of most IPTs leaves a 

gap in the field. Of the IPTs reviewed, only two—ELM-ART [27] and CIMEL ITS [17]—reported 

comprehensive The lack of extensive reference material integrated into the intelligent component of 

most IPTs leaves a gap in the field. Merely two of the IPTs under review—ELM-ART [27] and 

CIMEL ITS [17]—provided comprehensive reference materials paired with programming tasks and 

inquiries. Not only do reference materials provide students with an additional resource, but they are 

also inherently a thorough mapping of do-main knowledge. A fundamental component of the 

majority of intelligent tutoring systems is student modeling. A common method of modeling what 

interconnected concepts a student understands and subsequent steps, such as what they should learn 
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next or repeat, is to map a student model onto a domain model. Student role-playing can be 

successful There are numerous other ways that planning exercises and reference materials could be 

incorporated into intelligent tutoring, in addition to a host of other supplemental features. Here are a 

few specific conclusions regarding the integration of these features with IPTs. The dearth of 

assessments of the efficacy of individual IPT features represents a gap in the literature. Although the 

primary focus of this review was not on the quantitative evaluation of the tools, each tool under 

evaluation was assessed holistically, with no investigation into the efficacy of individual features. It 

is also challenging to compare the efficacy of various tools in the field because they were assessed 

under a variety of unique experimental conditions and designs. 
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